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1 Introduction

Search engines results are given to the user, based on the ranking and indexing strategies followed by the search
algorithm of a search engine. Currently there are some tools available like www.alexa.com, www.ranking.com,
www.compete.com which gives analytic data for ranking the web sites based on web traffic and the number of users who visit a
web site. Alexa provides the traffic rank for a website based on two factors: The number of users that view a website and the
number of pages viewed.

The main goal of my project is to create a Smart Search Firefox add-on for the Yioop search engine, an open source
search engine developed by my project advisor, Dr. Chris Pollett. This Add-on will provide similar analytic data to the Yioop
search engine. With the results received from the Smart Search tool, the Yioop search engine refines the search results.
Eventually, users would benefit from these better search results.

The CS297 part of the master’s project was done in the form of four deliverables. These will be used to develop the
final project.

The CS297 report includes 7 sections: Introduction, Deliverablel to 4, Conclusion and References. The introduction
gives the purpose of the project and includes the project report. It also describes the reason and motivations of the project.
Sections Deliverable 1 through Deliverable 4 explains the objectives of each deliverable and it was developed. The second
section tells about Deliverablel. This includes a JavaScript program which models the Page rank algorithm by taking 10X10
matrix input. The rows represent the web pages and column values shows the outgoing links from these web pages. The result
of the program is checked as the convergence of the Google’s matrix on the given input matrix and the resulted page ranks
given after convergence. The third section deliverable 2 includes building a simple fire fox extension with XUL. The fourth
section deliverable 3 includes making toolbar fire fox extension by adding toolbar button. Functionality of the tool bar button
includes alerting the user clicked links and the target link. The fifth section deliverable 4 includes make the toolbar button
communicate with Yioop and the section conclusion gives a flavor of how these deliverables can be used in CS298. Last but not
the least reference section gives the reference lists which were used to make the contents of the report.
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2. Deliverable 1: Model Google’s Page rank algorithm for 10X10 Matrix.

The Objective of this deliverable was to understand and implement Google’s Page-rank algorithm for a 10X10 matrix.
The algorithm needs to be developed in JavaScript. This 10X10 matrix is linked in a way to model a group of web pages
connected with outgoing and incoming links. The program is checked in such a way that Google matrix should converge on a
given matrix. Also the program outputs the Page-rank values for the 10 web pages given.

A brief description for Page-ranking

Internet is a source of billion of web pages which are accessible to the user. Search engine needs to find a way to give
the most relevant web pages to the user by comparing the relevance and importance of all these web pages. A challenging task
is to rank these web pages with an algorithm which can incorporate common usage patterns i.e. an user who visits a web page
Ais more likely to click the link to page B than the link to page C.

Algorithm Outline

The Power Method x ¢ Px will converge if P is:

Stochastic: each row contains strictly nonnegative values and the sum of the values in a row equals on

Irreducible: in the connectivity matrix it must be possible to get from any web page to any other web page

Aperiodic: every web page has a link to itself (or the user can simply refresh the page)

A detailed explanation with example can be found at-

http://en.wikiversity.org/wiki/Google Matrix

The Page-rank algorithm snippet is given below.

The inputs of our Page-rank algorithm are given below

Matrix showing the links between pages
POO0O10011111
P11010101010
P20001000010
P300O00100001
P40111000001
P50010010011
P61010011001
P70001001011
PEO0O0O0O110110
PO0111011110

The algorithm convergence information looks like:

CnVRG@:1.0745918259183678
CnVRG@:0.08846305370307411
CnVRG@:0.01588145424478182
CaVRG@:0.0034950271003942757
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Next we show the page rank for all the web pages from PO to P9.

Page Rank Sorted:
|0.4692?51458840261
|0_46899909?941 1388
|0_46799?8916551898
|0.466?344180658395
|0_4659T501?562?95
|0.465351 1612795653
|0_4648?26?3305?1336
|0.46405241?T1945693
|0_461 1560986667226
|0_454423?26133?586

3. Deliverable 2:

The Objective of this deliverable was to make a simple Fire fox extension with a Status bar displaying "Hello, World".
To learn more about Fire fox extension features like "Hello-World" menu pop up with menu items labeled was added. Each
menu item alerts a message when clicked. A “New-Tool” was added to the tool menu pop up to learn about the” insert after”
feature.

Iu

XUL (pronounced as “zool”) is one of the many technologies used for creating Mozilla based extensions and
products. To program any Fire fox extension one should have the knowledge of XUL and the XUL documents needed to build
extension.

The XUL documents needed for the programmers to define an XUL user interface:

Content: the XUL document(s), whose elements define the layout of the user interface.

Skin: the CSS and image files, which define the appearance of an application

Locale: the files containing user-visible strings for easy software localization.

The code block used to develop Deliverable2 is given below:
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1.Install.rdf

<?xml version="1.07"?%>

<RDF xmlns="http://www.w3.org/1933/02/22-rdf-syntax-ns§"
xmlns:em="nttp://www.nozilla.org/2004/em—rdf$">

<Degeription about="urn:mozilla:install-manifest™>
<em:idr>sampletestfexample.com<s/em: id>
<em:versionxl.0</em:version>
<em:type></en: tyvpes>

<!-- Target Application this extension can install into,
with minimum and maximum sSupported versions. —-»
<em:targetipplication>
<Description’>

<em:id>{ecB030f7-c20a-464Ff-9kb0e-13a3a9e97384}</em: id>
<em:minVersion>l.5</emiminVersion>
<emimaxVersion>3.6.%</eninaxVersion>
</Description>
</em:targetipplication>

<!-- Front End MetaData --X>
<em:name>Hello</em: name
<em:creator>Tester</em:creator>

<em:description>hello world extension.</em:description>
<em: homepageURL>http:/ /www.mozilla.org/</em: homepageURL>

</Description>
</RDF>

LChrome manifest
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sraclay oo browrsc) costent S browser o ral oo s S aampief comteot frample .ol

AXUL Coile Block

<¥Eml vmCriooeTl_ 05
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ercripr rypestappdioar o x-gararsripe
mro=Tchroma: / f maople) comeest Sramp e e

<rratzsbar rodw®praccr-bacts
exratosbarpasel fd=Tmyopesel® label="Sgils, MocldT  Ja
</ rratzsbars

=0l imserafter="Ralpiiacc >

"Horld1Y cocommandewindos . alact |"Ite Kaerthim World®|:® /s
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4. Deliverable 3:

The Objective of this deliverable was to make a tool-bar Fire fox extension by adding a tool bar button. The function
of the tool bar button is to capture the user clicked link and target link. At this stage the captured links were checked in the
alert form.

The functionality of deliverable 3 was achieved by writing a JavaScript function and calling that function when the
user clicks on a link .This function captures the URL or link on which user clicked. It also captures the target link on which user
clicked on the current page. When user clicks on a link an alert pops up with the link. Once clicked ok in the alert box the next
alert appears with the target link. When user clicks ok on the second alert the target page will be loaded.

The code snippets for both XUL and JavaScript function is given here:

XUL code shows the tool bar button “Web Search”. The JavaScript function linkclick () is called when the “oncommand” event is
triggered.

o0l om . 10" DA ige tar- oo T ham” i
thkoalber ade” ST
¢ oo lbarbun tan 1d=" 3T soossakapeT P labs]ls®Beh Ssspch® toolviptent="Cliok To Expend” Sooomssred=" Linkolicki 7
i bon Lhar

& koo L hore

The JavaScript code below shows the function linkclick ().It gets the links with the tag name “a” in the web page. To
capture the links, the command- “content.document.getElementsByTagName("a")”- was used.

In function linkclick() for loop is to traverse through each link and calls addEventListner function which has three
parameters (“event”, function, true) that could be passed. In this case the three parameters are (“click”, getword, true). The
“getword” is another function where the user clicks an URL or a link and target links are captured. The command
window.content.location.href was used to capture user clicked link or URL and event.target.href is used to capture target links.
The results are stored in an array for future use. The JavaScript code snippet is given here.

The code snippet:

Eurstion. gabteard{mvant | |
war canbtantermy Arcaps |
combenk 0] %Wmmu};&
cantank| 1] sevant  Esrgat ke

i
mlartr®lick =licked 4+ cantant[D]
SISTLL " targat 1ink"+ combantfl]

& pap conbAnt=eindor contamb | 1ocstion hirst
mlmrkicantant |

var oonbannl® event  rarost hrel
mlarkicantantl ] &S

var intmrvallll = windaw smtIntecesldlink=13=k. 1000)

Pratmd “http: v locsibant yioopsjee.php®  “tilewsjex-pozt-text bxthoantant=® 4 conkant |

furat-ion linkolacki]

slerti"In Eandtianz®|

par lem * oomtent Sooumeent et E s b By Tag e TaT |
A<mlmrt; = mlssantz an bhaim “+leEn. lmmgih)

tar {var 2=l 2¢lmn, lemghh:a++)
i

lan[1)] sddEventLimtamary “click”®  gatword bros) S invaka Eunckilan
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5. Deliverable 4:

The Objective of this deliverable was to make the XUL tool bar button communicate with Yioop. Functionality of this
deliverable was to make the tool-bar button send the captured links in Deliverable 3 to Yioop. As part of making communication
with Yioop, a POST request is made to Yioop from toolbar button. All the links sent to Yioop are saved in a text file and a link is
added to access this text file.

To achieve this deliverable, JavaScript was used at user end and PHP was used for POST at the server end which in
this case was Yioop. As this was the development phase of the project, the Yioop code was located at the root folder at local
host and the server side programming was done in the local host for deployment. The JavaScript function “Write” was coded to
achieve this task. The function has got two arguments passed to it. One is URL and the other is content. This function was
invoked at the end of getword function.

The function “Write” has “createXHR” function called in it. The “createXHR” was to establish an http request, if
the “readyState ==4" is yes then a connection will be opened to the given URL and makes a POST request. Then it will POST
the content to the URL, which incase here it is “http://localhost/yioop/ajax.php “.

At server side the ajax.php is responsible for the POST request and to capture the content sent from the XUL tool bar
button. Once the content is received, the PHP program creates a text file with the given name in the program and writes the
content into the file. once writing is done it closes the text file. Writing to the text was done in a+ mode. It is an append mode
used for both writing and reading the content to the file. The a+ mode was used keeping the future project development in
view.

Accessing this file is done from Yioop index page instead of accessing it with typing the location of the file in the
browser. A link is created with name “Activity” in the index page of the Yioop code. When clicked on the link it navigates to the
page where links were saved.

The code snippet:

JavaScript code where “Write” function is invoked in “getword” function

Tunceiod getvord it i

AT coutentensy drrayl): )
coatent [0]= windew. contant locaticn hred
coftent] L] event targei hred

alept["Lick olicked™+ conbeui|
alert| “tazget link®s contmnt|l

a7
1

# yar contentewindos. contemt. locetion hrwd
aleri[coutent).

war coatentls wymnt. target. hraf

alegt [coufentl) =

war interyalID = window setTiterwal [linkolick, 100,

Hritel "hitp: <lecalhiogt-rioope o, phip”, "ILl"a)aN-post-tean WIRCOHTEET" " + COTEEY 1
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JavaScript code that shows how the “createXHR ()” and “Write ()” functions were implemented.

functien crestedHR] )

var Tequext = falam
try
raquenti = new ActivedCbject | ' Heald . THIHTTE' b

catch |mrrd)
try o
request = new Activeilbqect | Hicrososd t XHIHTTE )

catch [mxxi) [
ixy o
raquext = pmw IHIHttpRequest| )

caich (mxzi)

{

H

requazt = falow

¥
return requsst

¥
Funciios ﬂrLle!url. cofitedit s Soourl i the script and dets 1= oa string of pareassisys
; way why = creatslHREL Y
ahr, cixesdrstatechange~tunctionl )
. #Il:hr readySiate == 43

S pothing for mos

alert|“zent “ +'url %+ ° ° & contamt)
!
I

k

a L ! &
:E IlEHqull[nle" ':nnilnl.—T'.lpl' “application a-wwy-fora-urlencoded * )

WY Setid [ Con
sr mand content® + contant)

Ajax.php code that shows how the POST was handled and how the content was written into the text file.

< ?php
Sposted = &§ POST

e

$fname=sposted[ "file"]:

if(strenp($fnamne, "ajaz-—pozt—text t=t") I= 0}
diel"¥You are not authorized to change thisz file ")

$value = S$posted["content"]:

tnfile = fopen(ffnams. "a+"):
if(snfile I= fal=e)

{
fwriteESnfile, Svalus J:
cloze(snfile)

i

T
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6. Yioop Code Study:

The Smart search Add -on was built to work with Yioop search engine. The code study was to know the flow of
function control from the point where user enters the search query in the text field at index page to the point where search
engine gives the results to the user. To understand the Yioop code in a better way, a small task like changing the color of a part
of the search results was done. The matching word in the results for the search query was changed to color green. For example
if user entered the word “sjsu” in search text field, each “sjsu” word in the results was changed to color green.

The Yioop results before change.

E Bjsu | Swach
i ) -
Query Results: (Calculated in 013307 seconds. Showing results 0 - 2of 2 )
hitp: s sjsu edu’

35U

b s S EL b e 5 T by ol R 812 Rl .71 S HLEITH

Chrig Pelletl's Homepahe

s bl Hnrepa e o0 s infremAbcn = Eer his fsics iF resentth s amend A pas earhing A
AT AT duT . i WOR 0 D B ST ComORoe iy G0 O N 0 indT USO00 ho o Do G P plon
Pt T L1 Aechiiniabal v Pl 0016 ekl fa Lk Suscdalu Peolessoin, 204 Wi Gruaniu Hall Dund o!
Computer Scimce, 33U, Cre ‘Sashingicn S San ke, 04 81 2003 Fhos

Bdp e o s cedufa ot s obed! Rank 840 Bed 004 Sooms § 5 Cached. Simime niinks

[l

The Yioop results after the color change.

f = 1
L 4
U C e e ]

Query Results: (Calculated in 0.565024 seconds, Showing results 0-2of 2 )

y, marad, il b e e [ SH el i e 1 e st Tt illedl Alinde B 12 Rl % 71 Scoee 116075

Chris Polletts Homepage

Chits PoBIE HMOEa0es CONn Nnmaln Ao his ke of fessaich, s cmant and pas Baching and
administrrive e e, &5 woll 05 ks 50 plcieses, complesity Sies and pest places he'c beon: Chiis Poliet
Hesppmich Teacting Adanichslan Past AR Ention: Lnies Asscoiniy Profissste, 214 WeseQpurria Hal Dept of
LCampuler Edenca "Fashingion Bg , San Josa, C8 DG [240. Fhon

ip Sawie CE SResdira iR’ Rark S48 Red 00§ Soome 8.5 Cached Simike olnks

ol
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7. Conclusion:

The conclusion part of the report gives a brief description of how each deliverable developed in CS297 is going to be
used to complete the requirement for the CS298.

Deliverable 1: Model Google’s Page rank algorithm for 10X10 Matrix.

The outcome of this deliverable is a clear understanding of Page-rank algorithm. This outcome will be definitely
helpful to understand the Yioop’s ranking algorithm and how to recalculate the Page-rank based on the data statistics received
by Yioop. This will be done in the second phase of the project C5298.

Deliverable 2: Making a simple fire fox extension.

The outcome in this deliverable is a basic learning of how to program a Fire fox extension and the document contents
that are to be included. This is used to develop the user inter face part of the project. With JavaScript code the XUL content can
have added functionality. As most part of the user interface section of the development was done in CS297. Few changes like
color, image and CSS properties may need to be extended based on the final requirement. If the user interface requires a basic or
simple feature, then the tasks finished in deliverable 2 and 3 could be sufficient. This will be directly included in CS298.

Deliverable 3: Making a tool-bar fire fox extension by adding a tool bar button.

The task of this deliverable was to add a toolbar button to the toolbar in the browser window. The functionality of this tool bar
button is to alert the user clicked links and the target links. The captured links will be used to process the ranking criteria. This
extra step gives refined user centric results for the search queries searched with Yioop search engine. Deliverable 3 is definitely
useful as it is one of the main features. This will be used in CS298 as an extension made to it in the form of deliverable 4.

Deliverable 4: Communicate to Yioop with deliverable3.

The task of this deliverable is to send the captured user clicked links and the target links to Yioop and make Yioop
save this data store in a text file at the server side. This is basically achieved with POST. There is hyperlink “Activity” provided at
Yioop’s index page. When clicked on the link it navigates to the page where links were saved.

This completed task of this deliverable will be used in C5298 to complete the entire requirement of refining the
query results. This step of the development is planned in such a way to re- rank the web pages on top of the Yioop’s ranking by
taking the analytic data given by the Smart search add on which resides at user end.

In Spring 2011, as part of CS298 | will extend the CS297 project to make the Smart search Add-on send the user end
information to Yioop. For this | will need to do two more features: (1) number of users that view a web site (2) Probability that
user leaves some other website and enters the current one and the probability that user clicks on the link provided on the
current page. | will work on making Smart search send this analytic data periodically to Yioop. . | will also take the content from
the text file at Yioop and store it in a database. To achieve this | will work on the server side programming to make Yioop
receive data from Add-on and refine the results. Finally | will also need to test on the Smart search results if they are better
than the regular.
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